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Abstract. Security-by-design as adoption of security 

solutions for a system design is in focus of this work. 

This field is treated as requiring expert knowledge and 

heavy for automation. A perspective way to improve 

exiting security design methodologies is the use of 

security patterns as a mechanism of collecting secure 

design artifacts. To apply security patterns as a part of 

automation of secure design, it requires well-formed 

collections of security patterns and innovative method to 

support the design decisions. 

This work considers a contextualizing challenge as a 

way to define the necessity of a security pattern in a 

given case. Understanding of context includes two main 

questions: "Is the security pattern suitable for a system 

design?" and "Does the security pattern affect a 

particular security challenge?". 

We approach a direct architectural contextualizing 

as a basic mechanism of automatic mapping of security 

artifacts (threats, security solutions) to components of a 

computer system during early design stages 

(requirements, design). Also, this work describes two 

use cases of the architectural contextualizing based on 

an ontological cloud threat pattern catalog: the use of a 

query language for finding relevant security patterns 

and analysis of graphical system representations based 

on an ontology driven threat modeling. 

This work uses a strict ontological approach, 

implemented with Web Ontology Language (OWL) and 

automatic reasoning procedures. 

Keywords: security pattern, ontology, contextualizing, 

threat modeling, OWL 

I. INTRODUCTION

Security methodologies solve various challenges of 
secure development by improving security attributes of 
computer systems [1]. They describe security as a set 
of processes (threat modeling, risk management, 
secure design, etc.) and operate different artifacts 
(threats, controls, mitigations, metrics etc.) of 
conceptual security models. 

Security-by-design is in focus of this work, i.e., 
adoption of security solutions to a particular design. 
This is commonly considered as an informal field, 
required expert knowledge, and it is most challenged 
from the automation point of view. They need well-

formed collections of artifacts, also methods and 
algorithms to take right decisions. 

Security patterns are known as a way of 
representation of various security artifacts (especially 
holding architectural decisions in some form) and 
reusing them. They are important in improvement 
efficiency of security methodologies: making the 
process iterative, and integration of the threat modeling 
and the secure design subprocesses. The common 
approach is to use different artifacts at early lifecycle 
stages: use cases and abstract security patterns at the 
requirements stage, and threat taxonomy and concrete 
security patterns at the design stage. Note, dealing with 
threats can also be possible with a special kind of 
security patterns, called threat patterns. 

A security pattern is considered as a class, and 
applying it to a design is called 'instantiation'. Having a 
description (texts, diagrams, artifacts) of a system with 
flaws and vulnerabilities, it requires to correct items of 
the description from security perspective, injecting 
adequate security patterns. Instantiation as a 
complicated process is out of scope of this work, as 
well as its possible supplementary processes like 
integration and verification [2]. 

All the things that define the necessity of the 
pattern in the design we call 'contextualizing' in this 
work. Understanding of context includes two main 
questions: "Is the security pattern suitable for the 
system design?" and "Does the security pattern affect a 
particular security challenge?". 

Contextualizing can be done manually (semi-
automatically) or automatically. 

Manual (semi-automatic) use case is like: an 
architect works with a system architecture, depicted as 
text or as a graphical notation, like UML. To help the 
architect to choose a pattern (or an ordered set of 
patterns) out of several hundred existing, a security 
pattern catalog can be used. The catalog can contain 
different labels and some sort of a query language can 
be used to find relevant patterns. 

Automatic use case is based on a formal scenario 
that describes a computer system in general, the 
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scenario is used to build the system automatically by 
an orchestration system software. To analyze security 
aspects of such applications it could be useful apply 
automation, which allows to correct the deployment 
scenario by automatic implementation of a relevant 
security pattern, or automatically check dependent 
components for meeting of requirements of current 
application's SLA. Advanced knowledge management 
techniques and the Artificial Intelligence (AI) 
technologies should be used to implement the 
automatic use case. 

This work considers essential items of 
contextualizing, and contributes by a description of a 
direct architectural contextualizing as a basic 
mechanism of automatic mapping of security artifacts 
(threats, security solutions) to components of a 
computer system during early design stages. It is a 
part of an ontological schema of security patterns, 
based on a strict ontological approach and 
implemented with Web Ontology Language (OWL) 
and automatic reasoning procedures. 

Also, this work describes two use cases of the 
architectural contextualizing based on an ontological 
cloud threat pattern catalog. The first use case shows 
the usage of query language for finding relevant threat 
patterns. The second one depicts the analysis of a 
simple graphical system representation with data flow 
diagrams (DFD) based on an ontology driven threat 
modeling. 

The rest of this work is structured as follows. 
Section II shows related works in the threat modeling 
and security pattern fields. Section III describes the 
direct architectural contextualizing. Section IV 
illustrates its use cases. And a summary of the results 
and future research is discussed in Conclusions. 

II. RELATED WORK

Traditionally, threat modeling is considered as a 
semi-automatic process, happening at early stages 
(requirements, design) of system lifecycle. A challenge 
is to increase its automation part, because this gives 
opportunities to enable automatic contextualizing. 
Also, moving of threat modeling to run-time with 
approaches like reflective threat modeling [3] is in 
research focus now, these will require advanced 
knowledge management techniques. That is another 
reason for importance of the contextualizing challenge 
in automatic threat modeling. 

Existing efforts of the contextualizing of common 
security knowledge are primary based on rule-based 
languages, graphs, domain specific languages (DSL), 
logics, and ontologies. 

Work [4] has proposed to use a catalog of security 
patterns to automatically detect vulnerabilities in a 

software architecture. Their patterns have been defined 
with a graph language, and context should be 
determined by appropriate query rules. Several works 
[5, 6] are known as a continuation of use of rule-based 
languages to automate threat modeling. 

Works [7, 8] have described efforts to apply a meta 
language for creation of domain specific languages to 
depict security challenges and its enhancement for 
cyber-attack scenarios, in particular with probability 
distributions. They have used attack graphs as 
implementation. 

Work [9] has applied a bit of logic-based approach 
with Prolog based rules to define context. 

Also, there are works that have described an 
ontological approach of conceptual structures of 
security frameworks [10, 11], in particular focused on 
the threat modeling [12, 13]. 

From our perspective, ontologies based on strict 
formalization (e.g., OWL and automatic reasoning) 
most meet the automation challenges of the threat 
modeling. Work [14] has described a framework of 
ontology driven threat modeling that potentially 
supports contextualizing based on security labels (CIA, 
STRIDE) and architecture. 

Despite collecting the security patterns for decade 
[15, 16], several challenges of their use exist, like lack 
of approaches to recognize necessity of security 
patterns for a computer system design. There are 
diverse researches aimed at formalizing security 
patterns and creation their catalogs, and most of 
patterns are represented by the UML diagrams with 
text descriptions in the POSA format (at least it 
requires to fill the context, problem and solution 
fields). So, it can be considered two directions of 
research, related to contextualizing: both 
transformation of the diagrams and ordering of the 
textual meta information into knowledge-like formats 
(graphs, ontologies, etc.). 

Work [17] has approached a security pattern 
classification, based on transformation of the UML 
descriptions to the Attack Deference Trees (ADT). 
Work [18] has described a security pattern detection 
framework in order to put them in a security pattern 
graph database. 

Work [19] has proposed a modeling language to 
define security patterns based on metamodeling 
techniques. And work [20] has described a conceptual 
approach of interconnecting various pattern languages. 

There are several researches, aimed to classify 
metadata of security patterns [21], up to creation of 
ontology-driven tools [22]. 
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And several catalogs [23, 24] and domain specific 
models [25, 26] of security patterns have been 
developed. 

However, it can be argued that lack of efforts exists 
in order to unite the threat modeling technologies and 
security pattern approach, also apply different automatic 
techniques and methods into the secure development 
process. And resolving of the contextualizing challenge 
can be a step forward in this field. 

III. DIRECT ARCHITECTURAL CONTEXTUALIZING

Direct architectural contextualizing is a part of the 
ontological schema of security patterns [22]; the 
schema also represents common features of patterns, 
like idea, author, type, their hierarchy and relationship, 
and a set of characteristics used by the scientific 
community. 

The ontological schema, implemented with OWL, 
allows creation of well-formed catalogs of security 
patterns. From architectural point of view a catalog 
includes two items. 

First item is a metamodel of given domain with a 
hierarchy of typical components, implemented by the 
class-subclass relationship (for example, our cloud 
specific catalog, described below, includes 
components like Cloud Infrastructure, Cloud 
Application, Remote User; and Cloud Applications can 
be divided to Virtual Machines, PaaS Applications, 
and SaaS Applications). 

Second item includes strict descriptions of security 
patterns with the security and context labels. 

Note, architectural context is independent from 
pattern type, so it can be possible to apply the same 
approach to the security patterns, misuse patterns and 
threat patterns. 

Fig. 1. Structure of direct architectural context 

For example, it is considered interaction between 
remote user and cloud application (see Fig. 2) and it 
requires to put into context a security pattern that 
affects some destructive activity from remote user. In 
this case remote user is treated as an aggressor, and 
cloud application is an affected component. 
Additionally, it can be possible to apply role of the 

aggressor (client) in order to keep information about 
direction of the network connection. 

Fig. 2. Context example 

And, in addition, it can be possible to apply 
security characteristics of the pattern. In general, this 
includes two points of view (Fig. 1): view of a security 
expert, represented by the threat concept, and view of 
an architect, represented by the security concern 
concept. 

Depending of modeling goals different approaches 
can be used to define security labels. Threat taxonomy 
can be built from the CAPEC enumeration, what gives 
capability to map them with the ATT&CK, CWE, 
CVE enumerations [27, 28]. or use one of several 
original approaches [29, 30]. 

Security concerns are considered as security 
features that a security pattern holds in terms of 
software requirements. It can be useful to consider 
security control families from the NIST SP 800-53 
publication as security concerns. In theory this enables 
mapping of security pattern catalogs with different 
security control catalogs [31, 32]. 

Also, the common security labels are used via the 
security objectives (CIA) and STRIDE concepts 
(Fig. 1). 

Having a set of architectural (component, 
aggressor, role) and security (concern, threat) labels, it 
can be possible to make requests to a catalog in order 
to find relevant patterns. Also, strict contextualizing 
enables automatic procedures of comparing design 
templates, created from the architectural labels, and 
items of system description, made in some graphical or 
text notation, in order to define applicability of a 
security pattern. 

IV. CLOUD COMPUTING USE CASE

Currently, creation of a security pattern catalog 
includes two stages. Firstly, an ontology, based on the 
schema [22], should be created to describe concepts 
and instances of a specific computing environment. 
Then a JSON-schema file from the ontology can be 
generated by a simple tool. Secondly, pattern 
descriptions can be created as JSON files with a 
JSON-schema based editor. The simple tool allows 
generating of an ontology of security patterns from the 
pieces of JSON. 

We have been developing the Academic Cloud 
Computing Threat Patterns (ACCTP) catalog [33] 
(https://nets4geeks.github.io/acctp/) to research 
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feasibility of the ontological approach of management 
of security patterns. Threat pattern catalog is a kind of 
security pattern catalog, intended to collect 
architectural threats of a particular domain and used 
for analysis of security use cases and creation of a 
threat taxonomy. Our implementation of ACCTP has 
also included references to the common cloud security 
solutions to make it more close to the real security 
challenges. 

A. Finding relevant threat patterns

To illustrate this use case, we use the Protege
ontology editor and the DL query language. For 
example, to show all the threats the Cloud 
Application concept can be affected, you can use a 
DL sentence like: 

hasAffectedComponent some CloudApplication 

To apply the STRIDE filter to the previous query, 
you can use request (its results are shown in Fig. 3): 

hasAffectedComponent some CloudApplication and 
hasSTRIDE value STRIDE_Denial_of_Service 

Fig. 3. Example of DL query 

B. Analysis of graphical system description

Several graphical notations, like data flow diagrams
(DFD) and process flows exist that be used to apply 
flow-based threat modeling. 

In order to enable an ontological approach of 
DFD analysis, we have converted the ACCTP 
ontology to an appropriate ontological domain 
specific threat model [33], we have created a console 
modeling tool, and adopted third-party GUI threat 
modeling tool (OWASP Threat Dragon). The 
ontologies of a base threat model, the ACCTP 
domain specific threat model, and semantic 
interpretation of a diagram should be processed by 
automatic reasoning procedures to get a list of threats 
for a given system description. 

Fig. 4 shows threats that touch remote cloud users, 
interacting with a cloud application. Threats are taken 

the catalog by the automatic reasoning procedures, and 
this 'automatic' decision is based on a sort of an 
ontological flow template that catches such kind of 
interactions. 

Fig. 4. Results of automatic threat modeling 

V. CONCLUSION

This work contributes the direct architectural 
contextualizing as a basic mechanism of automatic 
mapping of security artifacts (threats, security 
solutions) to components of a computer system during 
the requirements and design stages. It can be possible 
strictly define a context of a security (threat) pattern 
with proposed properties. However, direct 
contextualizing is a naive approach that can be used as 
a proof of concept and for restricted use cases of semi-
automatic secure design. To extend it, advanced 
knowledge management and decision support (AI-
like) technologies are needed. Additionally, the 
challenge of automatic instantiation should be 
considered because strict contextualizing depends on 
such a challenge. 

Also, this work describes the use cases of the 
contextualizing based on an ontological cloud threat 
pattern catalog (use of a query language and ontology 
driven threat modeling of data flow diagrams). Note, 
industry adoption of the use cases requires creation of 
software tools and modules, and redesign of existing 
security methodologies in order to integrate threat 
modeling and design itself (DFDs are not considering 
as a good design approach). 

Mentioned above challenges form possible 
directions of future research. 
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